
          International Research Journal of Engineering and Technology (IRJET)      e-ISSN: 2395 -0056 

               Volume: 03 Issue: 10 | Oct -2016                      www.irjet.net                                                                  p-ISSN: 2395-0072 

 

© 2016, IRJET       |       Impact Factor value: 4.45        |       ISO 9001:2008 Certified Journal       |        Page 873 
 

Generate Test Cases 

From UML Use Case and State Chart Diagrams 

 Shubhangi Jagtap1, Vishwas Gawade2, Rahul Pawar3, Savita Shendge4, Prof. Pravin Avhad5   

1Savitribai Phule Pune University, 
Dept. of computer engineering, H.S.B.P.V.T.COE, Kashti, Maharashtra, India 

shubhangijagtap1992@gmail.com 

 

2Savitribai Phule Pune University, 
Dept. of computer engineering, H.S.B.P.V.T.COE, Kashti, Maharashtra, India  

vishwasgawade96@gmail.com 
 

3Savitribai Phule Pune University, 
Dept. of computer engineering, H.S.B.P.V.T.COE, Kashti, Maharashtra, India  

pawarrahul00010@gmail.com 
 

4Savitribai Phule Pune University, 
Dept. of computer engineering, H.S.B.P.V.T.COE, Kashti, Maharashtra, India 

 shendgesavita801@gmail.com 
 

5Savitribai Phule Pune University, 
Professor, Dept. of computer engineering, H.S.B.P.V.T.COE, Kashti, Maharashtra, India 

pravin123.avhad@gmail.com 

---------------------------------------------------------------------***------------------------------------------------------------------- 
Abstract - Software testing is a part of software 
development process. However, this part is the first one to 
miss by software developers if there is a limited time to 
complete the project. Software developers often finish their 
software construction closed to the delivery time, they 
usually don’t have enough time to create effective test cases 
for testing their programs. Creating test cases manually is a 
huge work for software developers in the rush hours. A tool 
which automatically generates test cases can help the 
software developers to create test cases from software 
designs/models in early stage of the software development 
(before coding). 

In this project, test cases generation technique has been 
proposed for UML diagrams use case and state chart. So that 
test data can be generated before coding, so it will be useful 
for the tester because, Test Engineering covers a large 
amount of activities to ensure that the final product achieves 
some quality goal. 

 

Key Words:  Software Testing, Test cases, Tools, Use 
case diagram, State chart diagram, Symbol, Generate 
test cases, Excel chart, Tree structure, Text box. 

1. INTRODUCTION 

Software testing is an important activity to assure the 
quality of software. Unfortunately, software testing is very 
labor intensive and very expensive. It can take about 50  
percent’s of total cost in software developing process. 
Automated test data generation reduces an effort of software 
developers for creating test cases. 

The software testers may need to spend a longer time 
using many test cases if the test data used are not of high 
quality. Therefore, a performance of executing test data is an 
important issue to reduce the testing time. Software testing 
is usually the first part of software development stages, 
which software developers decide to omit when there is a 
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limited time to deliver the software. In other word, 
developers may not have enough time after they finished 
their coding to create test cases to test their code. 
Generating test cases before coding can resolve these 
problems. This not only helps developers to test their 
program when they finish coding but also controls the 
developers to program the software as defined in the 
software specification 

complex operation modeling etc. Main advantage of 
this model is its simplicity and ease of understanding the 
low of logic of the system. However, ending test informa-
tion from use case and state chart is a formidable task. 

  
In this work, we propose an approach for generating 

test cases using UML 2:0 use case diagrams and state chart 
diagram 
 

We are going to use following UML Diagrams:- 

1. Use Case Diagram 

2. State Chart Diagram 

 

RELATED WORK. 

 Software testing plays a major role in software 

development process because it accounts for a large part of 

the development cost. Moreover, manual testing technique 

always makes a problem. This project proposes the 

automatic testing technique to solve partially the testing 

process by generating test cases from UML Diagram Use 

Case and State Chart. 

Firstly, we will create our own tool for drawing UML 

Diagram Use Case and State Chart then we transform this 

diagram into intermediate tree, called Testing Flow Tree. 

Secondly, we generate test case using the testing criteria 
that is the coverage of the state and transition of diagrams. 
Finally, we will interpret these test cases in Microsoft 
Office Excel (XLS) format as output. 
 
  

1. PROPOSED WORK  

Creating test cases manually is a huge work for software 

developers in the rush hours. A tool which automatically 

generates test cases can help the software developers to 

create test cases from software designs/models in early 

stage of the software development 
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Figure 1. Proposed Test Case Generation Technique 

 

2. Test Case Generation for Use 
Case Diagram with necessary 
information 

Using use cases to generate test cases can help to launch 
the testing process early in the development life cycle and 
also help with testing methodology. 

In a software development project, use cases define 
system software requirements. Use case development begins 
early on, so real use cases for key product functionality are 
available in early iterations. A use case fully describes a 
sequence of actions performed by a system to provide an 
observable result of value to a person or another system 
using the product under development. 

Use cases tell the customer what to expect, the 
developer what to code, the tech- nical writer what to 
document, and the tester what to test. 

Test cases are key to the process because they identify 
and communicate the conditions that will be implemented 
in test and are necessary to verify successful and 
acceptable implementation of the product requirements. 
They are all about making sure that the product fulfills the 
requirements of the system 

 

3. Test Case Generation for State 
Chart Diagram with necessary 
information 

 

Object oriented analysis and design methods offer a 
good framework for behavior. A UML state chart (state 
machine) describes the dynamics of a model element as it 
changes its internal state as the reaction of receiving some 
external stimuli. UML statE charts can describe the 
behavior of a classifier (a class) or a behavioral feature (a 
method of a class). 

A state machine is a graph of states and 
transitions that describes the response of an object to 
the receipts of events. State machines are used for 
specifying the full dynamic behavior of a single class of 
objects. The diagrammatic presentation of a state 
machine is a state chart diagram. A state chart attached to a 
class specifies all behavioral aspects of the objects in that 
class. 

State chart diagrams comprise all the possible 
scenarios for a given object. They emphasize the flow of 
control from state to state. 

Structure Identifier 
 

Since the proposed approach aims to generate test cases 
from any UML diagram, it becomes imperative to develop a 
unified structure identifier capable of identifying the nodes 

and edges in XMI files of UML diagrams. Therefore, if an 
XMI file of any UML diagram is imported, the Elements 
Mapper is responsible for identifying the correct diagram 
source of the XMI file based on the descriptive attributes of 
the various UML diagrams and then, correlates these 
attributes to the corresponding diagram based on the 
running procedures. The Feature Selector refines the 
mapped elements to aid accurate identification of nodes 
and edges in an XMI file. In the proposed approach, 
mapping is executed by considering the nomenclature of 
the various UML diagrams. The contents of an XMI file 
consists of metametamodel, comprising of the XML viewer, 
the element metamodel which provides the name and 
version of the XMI file, XMI contents which consist of the 
UML model and this model consists of XMI.id, UML 
diagram name, and Namespace.ownedElement. The 
requirement name and its attributes reside in the 
Namespace.ownedElement. Consequently, in the proposed 
approach, the metametamodel, XMI metamodel, model and 
namespace elements were used to identify the structure of 
XMI document across UML diagrams. In this research, the 
nodes connote the requirements while the attributes 
describing the expected functionalities of a requirement is 
known as an edge. Therefore, to identify the structure of an 
XMI file, labels of elements was used. The elements 
associated with the UML IDs are Nodes while the attributes 
of the elements are the Edges. Algorithm 1 was used to 
determine distinct nodes and edges of XMI files which 
accept XMIs as a input 

 

1: Input: XMI txt.file of any UML diagrams   
2: Ouput: Number of Nodes and Edges   
3: Begin  
4: for each element, visit the unique XMI IDs do   
5: element = name 'A' visibility;  
6: if  element  =  ‘public’then isSp  
7: add decision stack indicating a root 

Node;   
8: continue with next element;   
9: end  
10: prevPath    element.descriptor.path;  
11: newPath     getPath (element);   
12: if  newPaththen≠  prevPath  
13: prevName   lastSegment(prevPath);  
14: newName     lastSegment(newPath);   
15: SubNode     getGeneralizationText(child node);  
16: add decision stack indicating a sub Node;   
17: continue with next element;  

 
18: sort the root and sub nodes into XMI value 

pair list;   
19: end   
20: if relation of nodes and sub nodes exist 

(element) 
 

21: then 
  

22: order the relations in the generated list  
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23 then 
24: Create an ordered list of all relations;  
25: Determine the length of relations;  
26: label them edges then   
27: add decision stack indicating edges;  
28: end  
29: end  

 
30: from XMI value pair list 

(element.attributes) then   
31: Compute array of node and edges  
32: end  

 
 

Algorithm 1. Structure Identification 
 

 
 Dependency Flow Tree (DFT) Generator 

 
This component is responsible for building a 

dependency flow tree based on the identified structure. 
The dependency tree is built based on the number of 
Nodes and Edges contained in an XMI file using 
Algorithm 2. It verifies that the Nodes and Edges 
corresponding to elements and attributes respective. 

 
 

1: Input: Extracted artefacts;   
2: Ouput: DFT   
3: initTgt.DFT   XMI file [L]  
4: for i = 1 to L do  

 
5: XMI file 

(createN
odes.ele
ments; 
edges.at
tributes
)   

6: addElement (Nodes 
[edge.attributeSize])   

7: end for   
8: ModelTgt(visitList 

(element.descriptions, DFT)   
9: for i = 1 to L do  
10: XMI file = DFT   

end for 

The design model was constructed using ArgoUML tool 
which support XMI file format. It includes class diagrams, 
sequence diagrams, state charts and so on. The shared 
model approach is used for test case generation. The same 
model is used for extracting artefacts as well as for test 
case generation. A transformation tool or some adaptor 
transformers that is embedded in the proposed approach 
can be used to translate abstract test case into an 
executable or concrete test cases which uses certain 
templates or mappings to ensure completeness between 
the extracted artefacts and generated test cases. 

1: Input: Dependency flow tree (DFT)   
2: Output: Set of test cases   
3: artefactsStack=Ø   
4: decisionStack=Ø   
5: for all elements and attributes of DFT do  
6: while DFT == Nodes.Edges do   
7: artefactsStack.push(DFT.contents) whiile  
8: end for  
9: for all elementsNodes do   
10: artefactsStack.push edges   
11: if artefactsStack[top].node≠ 

al||loop.node|| 
par.node||break.node||  

12: then  
 
13: decisionStack.push(artefa

ctsStack.top) = 
elements.attributes 
and label visited  

14: else   
artefcatsStack.top == Nodes.decisions 

16: then   
17: artefactsStack[top] = decisionStack[top] do  
 
18: output.pop {pop elements and 

attributes into artefactsStack}   
19: end while  
 
20: decisionStack.pop {Pop the 

top element from 
decisionStack}   

21: else if artefactsStack[top] == ||alt.node|| break.node 
|| loop node 

22: then 
  
23: decisionStack.push(artefcatsStack.pop)  
24: for all nodes of DFT do  
25: if nodes are not Marked Visited then   
26: artefactsStack.push Nodes and 

Edges  
27: end if  
28: end for   
29: Print artefactstStack.decisionStack   
30: end  

 
Algorithm 3. Test Case Generation 

1.Ex. Use case diagram 
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Fig2. Banking system 

2.Ex. State chart diagram 
 

 
Fig3. People education status
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4. ADVANTAGES 

 

1.Automated test data generation reduces an effort of 

software developers for creating 

    Test cases. 

2. Reduce the cost and reduce the time of testing. 

3. Meet the customer requirement and satisfaction since the 

testing is applied from 

    Starting phase of software development process. 

4. Gives assurance about quality of software processes. 

5. At design time, we are generating test cases due that we 

are reducing 70 percent 

    Testing work at this stage. 

6. Automated test data generation reduces an effort of 

software developers for creating 

    Test cases. 

7. Reduce the testing time after coding. 

 

5. CONCLUSION 
 
In this paper, we have presented an approach for generating 

test cases from use case and state chart at use case scope. 

Our approach is significant due to the following reasons. 

First, our approach is capable to detect more faults like faults 

in loop, 

synchronization faults than the existing approaches. Second, 
test case generated in our approach may help to identify 
location of a fault in the implementation, thus reducing 
testing effort. Third, our model-based test case generation 
approach inspires developer to improve design quality, and 
faults in the implementation early, and reduce software 
development time. Fourth, it is possible to build an 
automatic tool following our approach. This automatic tool 
will reduce cost of software development and improve 
quality of the software.  

In the present submission, we have focused only use 

case and state chart of a single use case at a time. However, 

use case of multiple which are related to each other by 

various relationships such as, include, extend, generalization 

/ specialization can be considered, which we plan to take up 

in our next work. 

This project proposes the automatic testing technique to 
solve partially the testing process by generating test cases 
from UML Diagram Use Case and State Chart. A tool which 
automatically generates test cases can help the software 
developers to Create test cases from software 
designs/models in early stage of the software development 
(Before coding). 
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